# Rewriting history

###### Git commit --amend and other methods of rewriting history

## Intro

This tutorial will cover various methods of rewriting and altering Git history. Git uses a few different methods to record changes. We will discuss the strengths and weaknesses of the different methods and give examples of how to work with them. This tutorial discusses some of the most common reasons for overwriting committed snapshots and shows you how to avoid the pitfalls of doing so.

Git's main job is to make sure you never lose a committed change. But it's also designed to give you total control over your development workflow. This includes letting you define exactly what your project history looks like; however, it also creates the potential of losing commits. Git provides its history-rewriting commands under the disclaimer that using them may result in lost content.

Git has several mechanisms for storing history and saving changes. These mechanisms include: Commit --amend, git rebase and git reflog. These options give you powerful work flow customization options. By the end of this tutorial, you'll be familiar with commands that will let you restructure your Git commits, and be able to avoid pitfalls that are commonly encountered when rewriting history.

## Changing the Last Commit: git commit --amend

The git commit --amend command is a convenient way to modify the most recent commit. It lets you combine staged changes with the previous commit instead of creating an entirely new commit. It can also be used to simply edit the previous commit message without changing its snapshot. But, amending does not just alter the most recent commit, it replaces it entirely, meaning the amended commit will be a new entity with its own ref. To Git, it will look like a brand new commit, which is visualized with an asterisk (\*) in the diagram below. There are a few common scenarios for using git commit --amend. We'll cover usage examples in the following sections.
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### Change most recent Git commit message

git commit --amend

Let's say you just committed and you made a mistake in your commit log message. Running this command when there is nothing staged lets you edit the previous commit’s message without altering its snapshot.

Premature commits happen all the time in the course of your everyday development. It’s easy to forget to stage a file or to format your commit message the wrong way. The --amend flag is a convenient way to fix these minor mistakes.

git commit --amend -m "an updated commit message"

Adding the -m option allows you to pass in a new message from the command line without being prompted to open an editor.

### Changing committed files

The following example demonstrates a common scenario in Git-based development. Let's say we've edited a few files that we would like to commit in a single snapshot, but then we forget to add one of the files the first time around. Fixing the error is simply a matter of staging the other file and committing with the --amend flag:

# Edit hello.py and main.py  
git add hello.py  
git commit   
# Realize you forgot to add the changes from main.py   
git add main.py   
git commit --amend --no-edit

The --no-edit flag will allow you to make the amendment to your commit without changing its commit message. The resulting commit will replace the incomplete one, and it will look like we committed the changes to hello.py and main.py in a single snapshot.

### Don’t amend public commits

Amended commits are actually entirely new commits and the previous commit will no longer be on your current branch. This has the same consequences as resetting a public snapshot. Avoid amending a commit that other developers have based their work on. This is a confusing situation for developers to be in and it’s complicated to recover from.

### Recap

To review, git commit --amend lets you take the most recent commit and add new staged changes to it. You can add or remove changes from the Git staging area to apply with a --amend commit. If there are no changes staged, a --amend will still prompt you to modify the last commit message log. Be cautious when using --amend on commits shared with other team members. Amending a commit that is shared with another user will potentially require confusing and lengthy merge conflict resolutions.

## Changing older or multiple commits

To modify older or multiple commits, you can use git rebase to combine a sequence of commits into a new base commit. In standard mode, git rebase allows you to literally rewrite history — automatically applying commits in your current working branch to the passed branch head. Since your new commits will be replacing the old, it's important to not use git rebase on commits that have been pushed public, or it will appear that your project history disappeared.

In these or similar instances where it's important to preserve a clean project history, adding the -i option to git rebase allows you to run rebase interactive. This gives you the opportunity to alter individual commits in the process, rather than moving all commits. You can learn more about interactive rebasing and additional rebase commands on the [git rebase page](https://www.atlassian.com/git/tutorials/rewriting-history/git-rebase).

#### Changing committed files

During a rebase, the edit or e command will pause the rebase playback on that commit and allow you to make additional changes with git commit --amend Git will interrupt the playback and present a message:

Stopped at 5d025d1... formatting  
You can amend the commit now, with  
git commit --amend  
Once you are satisfied with your changes, run  
 git rebase --continue

#### Multiple messages

Each regular Git commit will have a log message explaining what happened in the commit. These messages provide valuable insight into the project history. During a rebase, you can run a few commands on commits to modify commit messages.

* Reword or 'r' will stop rebase playback and let you rewrite the individual commit message during.
* Squash or 's' during rebase playback, any commits marked s will be paused on and you will be prompted to edit the separate commit messages into a combined message. More on this in the squash commits section below.
* Fixup or 'f' has the same combining effect as squash. Unlike squash, fixup commits will not interrupt rebase playback to open an editor to combine commit messages. The commits marked 'f' will have their messages discarded in-favor of the previous commit's message.

#### **Squash commits for a clean history**

The s "squash" command is where we see the true utility of rebase. Squash allows you to specify which commits you want to merge into the previous commits. This is what enables a "clean history." During rebase playback, Git will execute the specified rebase command for each commit. In the case of squash commits, Git will open your configured text editor and prompt to combine the specified commit messages. This entire process can be visualized as follows:

![](data:image/png;base64,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)

Note that the commits modified with a rebase command have a different ID than either of the original commits. Commits marked with pick will have a new ID if the previous commits have been rewritten.

Modern Git hosting solutions like Bitbucket now offer "auto squashing" features upon merge. These features will automatically rebase and squash a branch's commits for you when utilizing the hosted solutions UI. For more info see "[Squash commits when merging a Git branch with Bitbucket](https://bitbucket.org/blog/git-squash-commits-merging-bitbucket)."

### Recap

Git rebase gives you the power to modify your history, and interactive rebasing allows you to do so without leaving a “messy” trail. This creates the freedom to make and correct errors and refine your work, while still maintaining a clean, linear project history.

## The safety net: git reflog

Reference logs, or "reflogs" are a mechanism Git uses to record updates applied to tips of branches and other commit references. Reflog allows you to go back to commits even though they are not referenced by any branch or tag. After rewriting history, the reflog contains information about the old state of branches and allows you to go back to that state if necessary. Every time your branch tip is updated for any reason (by switching branches, pulling in new changes, rewriting history or simply by adding new commits), a new entry will be added to the reflog. In this section we will take a high level look at the git reflog command and explore some common uses.

### Usage

git reflog

This displays the reflog for the local repository.

git reflog --relative-date

This shows the reflog with relative date information (e.g. 2 weeks ago).

### Example

To understand git reflog, let's run through an example.

0a2e358 HEAD@{0}: reset: moving to HEAD~2  
0254ea7 HEAD@{1}: checkout: moving from 2.2 to main  
c10f740 HEAD@{2}: checkout: moving from main to 2.2

The reflog above shows a checkout from main to the 2.2 branch and back. From there, there's a hard reset to an older commit. The latest activity is represented at the top labeled HEAD@{0}.

If it turns out that you accidentally moved back, the reflog will contain the commit main pointed to (0254ea7) before you accidentally dropped 2 commits.

git reset --hard 0254ea7

Using Git reset, it is now possible to change main back to the commit it was before. This provides a safety net in case the history was accidentally changed.

It's important to note that the reflog only provides a safety net if changes have been committed to your local repository and that it only tracks movements of the repositories branch tip. Additionally reflog entries have an expiration date. The default expiration time for reflog entries is 90 days.

For additional information, see our [git reflog](https://www.atlassian.com/git/tutorials/rewriting-history/git-reflog) page.

## Summary

In this article we discussed several methods of changing git history, and undoing git changes. We took a high level look at the git rebase process. Some Key takeaways are:

* There are many ways to rewrite history with git.
* Use git commit --amend to change your latest log message.
* Use git commit --amend to make modifications to the most recent commit.
* Use git rebase to combine commits and modify history of a branch.
* git rebase -i gives much more fine grained control over history modifications than a standard git rebase.

Learn more about the commands we covered at their individual pages:

* [git rebase](https://www.atlassian.com/git/tutorials/rewriting-history/git-rebase)
* [git reflog](https://www.atlassian.com/git/tutorials/rewriting-history/git-reflog)

# git rebase

This document will serve as an in-depth discussion of the git rebase command. The Rebase command has also been looked at on the [setting up a repository](https://www.atlassian.com/git/tutorials/setting-up-a-repository) and [rewriting history](https://www.atlassian.com/git/tutorials/rewriting-history) pages. This page will take a more detailed look at git rebase configuration and execution. Common Rebase use cases and pitfalls will be covered here.

Rebase is one of two Git utilities that specializes in integrating changes from one branch onto another. The other change integration utility is git merge. Merge is always a forward moving change record. Alternatively, rebase has powerful history rewriting features. For a detailed look at Merge vs. Rebase, visit our [Merging vs Rebasing guide](https://www.atlassian.com/git/tutorials/merging-vs-rebasing). Rebase itself has 2 main modes: "manual" and "interactive" mode. We will cover the different Rebase modes in more detail below.

## What is git rebase?

Rebasing is the process of moving or combining a sequence of commits to a new base commit. Rebasing is most useful and easily visualized in the context of a feature branching workflow. The general process can be visualized as the following:
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From a content perspective, rebasing is changing the base of your branch from one commit to another making it appear as if you'd created your branch from a different commit. Internally, Git accomplishes this by creating new commits and applying them to the specified base. It's very important to understand that even though the branch looks the same, it's composed of entirely new commits.

## Usage

The primary reason for rebasing is to maintain a linear project history. For example, consider a situation where the main branch has progressed since you started working on a feature branch. You want to get the latest updates to the main branch in your feature branch, but you want to keep your branch's history clean so it appears as if you've been working off the latest main branch. This gives the later benefit of a clean merge of your feature branch back into the main branch. Why do we want to maintain a "clean history"? The benefits of having a clean history become tangible when performing Git operations to investigate the introduction of a regression. A more real-world scenario would be:

1. A bug is identified in the main branch. A feature that was working successfully is now broken.
2. A developer examines the history of the main branch using git log because of the "clean history" the developer is quickly able to reason about the history of the project.
3. The developer can not identify when the bug was introduced using git log so the developer executes a git bisect.
4. Because the git history is clean, git bisect has a refined set of commits to compare when looking for the regression. The developer quickly finds the commit that introduced the bug and is able to act accordingly.

Learn more about [git log](https://www.atlassian.com/git/tutorials/git-log) and [git bisect](https://git-scm.com/docs/git-bisect) on their individual usage pages.

You have two options for integrating your feature into the main branch: merging directly or rebasing and then merging. The former option results in a 3-way merge and a merge commit, while the latter results in a fast-forward merge and a perfectly linear history. The following diagram demonstrates how rebasing onto the main branch facilitates a fast-forward merge.

![](data:image/png;base64,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)

Rebasing is a common way to integrate upstream changes into your local repository. Pulling in upstream changes with Git merge results in a superfluous merge commit every time you want to see how the project has progressed. On the other hand, rebasing is like saying, “I want to base my changes on what everybody has already done.”

### Don't rebase public history

As we've discussed previously in [rewriting history](https://www.atlassian.com/git/tutorials/rewriting-history), you should never rebase commits once they've been pushed to a public repository. The rebase would replace the old commits with new ones and it would look like that part of your project history abruptly vanished.

### Git Rebase Standard vs Git Rebase Interactive

Git rebase interactive is when git rebase accepts an -- i argument. This stands for "Interactive." Without any arguments, the command runs in standard mode. In both cases, let's assume we have created a separate feature branch.

# Create a feature branch based off of main   
git checkout -b feature\_branch main  
# Edit files   
git commit -a -m "Adds new feature"

Git rebase in standard mode will automatically take the commits in your current working branch and apply them to the head of the passed branch.

git rebase <base>

This automatically rebases the current branch onto , which can be any kind of commit reference (for example an ID, a branch name, a tag, or a relative reference to HEAD).

Running git rebase with the -i flag begins an interactive rebasing session. Instead of blindly moving all of the commits to the new base, interactive rebasing gives you the opportunity to alter individual commits in the process. This lets you clean up history by removing, splitting, and altering an existing series of commits. It's like Git commit --amend on steroids.

git rebase --interactive <base>

This rebases the current branch onto  but uses an interactive rebasing session. This opens an editor where you can enter commands (described below) for each commit to be rebased. These commands determine how individual commits will be transferred to the new base. You can also reorder the commit listing to change the order of the commits themselves. Once you've specified commands for each commit in the rebase, Git will begin playing back commits applying the rebase commands. The rebasing edit commands are as follows:

pick 2231360 some old commit  
pick ee2adc2 Adds new feature  
  
# Rebase 2cf755d..ee2adc2 onto 2cf755d (9 commands)  
#  
# Commands:  
# p, pick = use commit  
# r, reword = use commit, but edit the commit message  
# e, edit = use commit, but stop for amending  
# s, squash = use commit, but meld into previous commit  
# f, fixup = like "squash", but discard this commit's log message  
# x, exec = run command (the rest of the line) using shell  
# d, drop = remove commit

#### Additional rebase commands

As detailed in the [rewriting history page](https://www.atlassian.com/git/tutorials/rewriting-history), rebasing can be used to change older and multiple commits, committed files, and multiple messages. While these are the most common applications, git rebase also has additional command options that can be useful in more complex applications.

* git rebase -- d means during playback the commit will be discarded from the final combined commit block.
* git rebase -- p leaves the commit as is. It will not modify the commit's message or content and will still be an individual commit in the branches history.
* git rebase -- x during playback executes a command line shell script on each marked commit. A useful example would be to run your codebase's test suite on specific commits, which may help identify regressions during a rebase.

### Recap

Interactive rebasing gives you complete control over what your project history looks like. This affords a lot of freedom to developers, as it lets them commit a "messy" history while they're focused on writing code, then go back and clean it up after the fact.

Most developers like to use an interactive rebase to polish a feature branch before merging it into the main code base. This gives them the opportunity to squash insignificant commits, delete obsolete ones, and make sure everything else is in order before committing to the “official” project history. To everybody else, it will look like the entire feature was developed in a single series of well-planned commits.

The real power of interactive rebasing can be seen in the history of the resulting main branch. To everybody else, it looks like you're a brilliant developer who implemented the new feature with the perfect amount of commits the first time around. This is how interactive rebasing can keep a project's history clean and meaningful.

### Configuration options

There are a few rebase properties that can be set using git config. These options will alter the git rebase output look and feel.

* rebase.stat: A boolean that is set to false by default. The option toggles display of visual diffstat content that shows what changed since the last rebase.
* rebase.autoSquash:A boolean value that toggles the --autosquash behavior.
* rebase.missingCommitsCheck: Can be set to multiple values which change rebase behavior around missing commits.

|  |  |
| --- | --- |
| warn | Prints warning output in interactive mode which warns of removed commits |
| error | Stops the rebase and prints removed commit warning messages |
| ignore | Set by default this ignores any missing commit warnings |

* rebase.instructionFormat: A git log format string that will be used for formatting interactive rebase display

### Advanced rebase application

The command line argument --onto can be passed to git rebase. When in git rebase --onto mode the command expands to:

 git rebase --onto <newbase> <oldbase>

The --onto command enables a more powerful form or rebase that allows passing specific refs to be the tips of a rebase.  
Let’s say we have an example repo with branches like:

   o---o---o---o---o  main  
        \  
         o---o---o---o---o  featureA  
              \  
               o---o---o  featureB

featureB is based on featureA, however, we realize featureB is not dependent on any of the changes in featureA and could just be branched off main.

 git rebase --onto main featureA featureB

featureA is the < oldbase >. main becomes the < newbase > and featureB is reference for what HEAD of the < newbase > will point to. The results are then:

                      o---o---o  featureB  
                     /  
    o---o---o---o---o  main  
     \  
      o---o---o---o---o  featureA

## Understanding the dangers of rebase

One caveat to consider when working with Git Rebase is merge conflicts may become more frequent during a rebase workflow. This occurs if you have a long-lived branch that has strayed from main. Eventually you will want to rebase against main and at that time it may contain many new commits that your branch changes may conflict with. This is easily remedied by rebasing your branch frequently against main, and making more frequent commits. The --continue and --abort command line arguments can be passed to git rebase to advance or reset the the rebase when dealing with conflicts.

A more serious rebase caveat is lost commits from interactive history rewriting. Running rebase in interactive mode and executing subcommands like squash or drop will remove commits from your branche's immediate log. At first glance this can appear as though the commits are permanently gone. Using git reflog these commits can be restored and the entire rebase can be undone. For more info on using git reflog to find lost commits, visit our [Git reflog documentation page](https://www.atlassian.com/git/tutorials/rewriting-history/git-reflog).

Git Rebase itself is not seriously dangerous. The real danger cases arise when executing history rewriting interactive rebases and force pushing the results to a remote branch that's shared by other users. This is a pattern that should be avoided as it has the capability to overwrite other remote users' work when they pull.

## Recovering from upstream rebase

If another user has rebased and force pushed to the branch that you’re committing to, a git pull will then overwrite any commits you have based off that previous branch with the tip that was force pushed. Luckily, using git reflog you can get the reflog of the remote branch. On the remote branch's reflog you can find a ref before it was rebased. You can then rebase your branch against that remote ref using the --onto option as discussed above in the Advanced Rebase Application section.

## Summary

In this article we covered git rebase usage. We discussed basic and advanced use cases and more advanced examples. Some key discussion points are:

* git rebase standard vs interactive modes
* git rebase configuration options
* git rebase --onto
* git rebase lost commits

We looked at git rebase usage with other tools like [git reflog](https://www.atlassian.com/git/tutorials/rewriting-history/git-reflog), [git fetch](https://www.atlassian.com/git/tutorials/syncing/git-fetch), and [git push](https://www.atlassian.com/git/tutorials/syncing/git-push). Visit their corresponding pages for further information.

# git reflog

This page provides a detailed discussion of the git reflog command. Git keeps track of updates to the tip of branches using a mechanism called reference logs, or "reflogs." Many Git commands accept a parameter for specifying a reference or "ref", which is a pointer to a commit. Common examples include:

* git checkout
* git reset
* git merge

Reflogs track when Git refs were updated in the local repository. In addition to branch tip reflogs, a special reflog is maintained for the Git stash. Reflogs are stored in directories under the local repository's .git directory. git reflog directories can be found at .git/logs/refs/heads/., .git/logs/HEAD, and also .git/logs/refs/stash if the git stash has been used on the repo.

We discussed git reflog at a high level on the [Rewriting History Page](https://www.atlassian.com/git/tutorials/rewriting-history). This document will cover: extended configuration options of git reflog, common use-cases and pitfalls of git reflog, how to undo changes with git reflog, and more.

## Basic usage

The most basic Reflog use case is invoking:

git reflog

This is essentially a short cut that's equivalent to:

git reflog show HEAD

This will output the HEAD reflog. You should see output similar to:

eff544f HEAD@{0}: commit: migrate existing content  
bf871fd HEAD@{1}: commit: Add Git Reflog outline  
9a4491f HEAD@{2}: checkout: moving from main to git\_reflog  
9a4491f HEAD@{3}: checkout: moving from Git\_Config to main  
39b159a HEAD@{4}: commit: expand on git context   
9b3aa71 HEAD@{5}: commit: more color clarification  
f34388b HEAD@{6}: commit: expand on color support   
9962aed HEAD@{7}: commit: a git editor -> the Git editor

Visit the [Rewriting History page](https://www.atlassian.com/git/tutorials/rewriting-history) for another example of common reflog access.

### Reflog references

By default, git reflog will output the reflog of the HEAD ref. HEAD is a symbolic reference to the currently active branch. Reflogs are available for other refs as well. The syntax to access a git ref is name@{qualifier}. In addition to HEAD refs, other branches, tags, remotes, and the Git stash can be referenced as well.

You can get a complete reflog of all refs by executing:

git reflog show --all

To see the reflog for a specific branch pass that branch name to git reflog show

git reflog show otherbranch 9a4491f otherbranch@{0}: commit: seperate articles into branch PRs 35aee4a otherbranch{1}: commit (initial): initial commit add git-init and setting-up-a-repo docs

Executing this example will show a reflog for the otherbranch branch. The following example assumes you have previously stashed some changes using the git stash command.

git reflog stash 0d44de3 stash@{0}: WIP on git\_reflog: c492574 flesh out intro

This will output a reflog for the Git stash. The returned ref pointers can be passed to other Git commands:

git diff stash@{0} otherbranch@{0}

When executed, this example code will display Git diff output comparing the stash@{0} changes against the otherbranch@{0} ref.

### Timed reflogs

Every reflog entry has a timestamp attached to it. These timestamps can be leveraged as the qualifier token of Git ref pointer syntax. This enables filtering Git reflogs by time. The following are some examples of available time qualifiers:

* 1.minute.ago
* 1.hour.ago
* 1.day.ago
* yesterday
* 1.week.ago
* 1.month.ago
* 1.year.ago
* 2011-05-17.09:00:00

Time qualifiers can be combined (e.g. 1.day.2.hours.ago), Additionally plural forms are accepted (e.g. 5.minutes.ago).

Time qualifier refs can be passed to other git commands.

git diff main@{0} main@{1.day.ago}

This example will diff the current main branch against main 1 day ago. This example is very useful if you want to know changes that have occurred within a time frame.

## Subcommands & configuration options

git reflog accepts few addition arguments which are considered subcommands.

### Show - git reflog show

show is implicitly passed by default. For example, the command:

git reflog main@{0}

is equivalent to the command:

git reflog show main@{0}

In addition, git reflog show is an alias for git log -g --abbrev-commit --pretty=oneline. Executing git reflog show will display the log for the passed .

### Expire - git reflog expire

The expire subcommand cleans up old or unreachable reflog entries. The expire subcommand has potential for data loss. This subcommand is not typically used by end users, but used by git internally. Passing a -n or --dry-run option to git reflog expire Will perform a "dry run" which will output which reflog entries are marked to be pruned, but will not actually prune them.

By default, the reflog expiration date is set to 90 days. An expire time can be specified by passing a command line argument --expire=time to git reflog expire or by setting a git configuration name of gc.reflogExpire.

### Delete - git reflog delete

The delete subcommand is self explanatory and will delete a passed in reflog entry. As with expire, delete has potential to lose data and is not commonly invoked by end users.

## Recovering lost commits

Git never really loses anything, even when performing history rewriting operations like rebasing or commit amending. For the next example let's assume that we have made some new changes to our repo. Our git log --pretty=oneline looks like the following:

338fbcb41de10f7f2e54095f5649426cb4bf2458 extended content 1e63ceab309da94256db8fb1f35b1678fb74abd4 bunch of content c49257493a95185997c87e0bc3a9481715270086 flesh out intro eff544f986d270d7f97c77618314a06f024c7916 migrate existing content bf871fd762d8ef2e146d7f0226e81a92f91975ad Add Git Reflog outline 35aee4a4404c42128bee8468a9517418ed0eb3dc initial commit add git-init and setting-up-a-repo docs

We then commit those changes and execute the following:

#make changes to HEAD git commit -am "some WIP changes"

With the addition of the new commit. The log now looks like:

37656e19d4e4f1a9b419f57850c8f1974f871b07 some WIP changes 338fbcb41de10f7f2e54095f5649426cb4bf2458 extended content 1e63ceab309da94256db8fb1f35b1678fb74abd4 bunch of content c49257493a95185997c87e0bc3a9481715270086 flesh out intro eff544f986d270d7f97c77618314a06f024c7916 migrate existing content bf871fd762d8ef2e146d7f0226e81a92f91975ad Add Git Reflog outline 35aee4a4404c42128bee8468a9517418ed0eb3dc initial commit add git-init and setting-up-a-repo docs

At this point we perform an interactive rebase against the main branch by executing...

git rebase -i origin/main

During the rebase we mark commits for squash with the s rebase subcommand. During the rebase, we squash a few commits into the most recent "some WIP changes" commit.

Because we squashed commits the git log output now looks like:

40dhsoi37656e19d4e4f1a9b419f57850ch87dah987698hs some WIP changes 35aee4a4404c42128bee8468a9517418ed0eb3dc initial commit add git-init and setting-up-a-repo docs

If we examine git log at this point it appears that we no longer have the commits that were marked for squashing. What if we want to operate on one of the squashed commits? Maybe to remove its changes from history? This is an opportunity to leverage the reflog.

git reflog 37656e1 HEAD@{0}: rebase -i (finish): returning to refs/heads/git\_reflog 37656e1 HEAD@{1}: rebase -i (start): checkout origin/main 37656e1 HEAD@{2}: commit: some WIP changes

We can see there are reflog entries for the start and finish of the rebase and prior to those is our "some WIP changes" commit. We can pass the reflog ref to git reset and reset to a commit that was before the rebase.

git reset HEAD@{2}

Executing this reset command will move HEAD to the commit where "some WIP changes" was added, essentially restoring the other squashed commits.

## Summary

In this tutorial we discussed the git reflog command. Some key points covered were:

* How to view reflog for specific branches
* How to undo a git rebase using the reflog
* How specify and view time based reflog entries

We briefly mentioned that git reflog can be used with other git commands like [git checkout](https://www.atlassian.com/git/tutorials/using-branches/git-checkout), [git reset](https://www.atlassian.com/git/tutorials/resetting-checking-out-and-reverting), and [git merge](https://www.atlassian.com/git/tutorials/using-branches/git-merge). Learn more at their respective pages. For additional discussion on refs and the reflog, [learn more here](https://www.atlassian.com/git/tutorials/refs-and-the-reflog).